LoadRunner Quick Howto
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 1. Short About

LoadRunner (LR) works as a proxy server catching data stream from client to server and back. LR should emulate all locally performed  data calculations, which client does locally to prepare valid data stream to server. Therefore as more complicated client and/or test case is, as more data stream processing in LR code should be done. Therefore LR scripts should be kept as simple as possible, and the challenging task is to develop different test scenarios, how the same (dumb) LR scripts could be used for different roles.

For more details see LR reference guides:

· Mercury LoadRunner Controller User’s Guide

· Mercury LoadRunner Monitor Reference

· Mercury Virtual User Generator User’s Guide

· Mercury LoadRunner Analysis User’s Guide

and following links:

· http://www.wilsonmar.com/1loadrun.htm 

· http://www.wilsonmar.com/1lrscript.htm 

· http://www.wilsonmar.com/perftest.htm 

· http://www.wilsonmar.com/lr_framework.htm 

 2. Application Starting

Load runner consists of three main applications (Name in Help-About, filename):

· Test editor (which is named as Virtual User Generator, vugen.exe)

· Scenario editor (LoadRunner Controller, wlrun.exe).

· Results Analyzer (LoadRunner Analysis, analysisui.exe)

When LoadRunner is started using Start menu (Start-Programs-Mercury LoadRunner-LoadRunner), the executable LRLauncherApp.exe is started, which shows following screen:
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Clicking on Create/Edit Script link will open vugen, Run Load Tests – wlrun, but Analyze Load Tests – analysisue accordingly. So, actually this screen is nothing than task-oriented wrapper. To open necessary application more quickly, go C:\Program Files\Mercury\LoadRunner\bin and make shortcuts from mentioned executables to your desktop:

[image: image2.emf]
 3. Work With Test editor 

 3.1. Record Test Using Recorder

To not try and error too many times with recorder, you have to be developed execution scenario before recording. Our scenario will be following:

1. Open IE and go to Google site,

2. Entering search criteria,

3. Click on the first provided link,

4. Checking that site is opened successfully,

5. Go back to Google start page, and close IE.

Steps from 2 to 4 can be performed several times (iterations).

LoadRunner test is set of scripts written in C language, which is extended with API libraries for testing. Each test when is compiled, can be executed simultaneously in several instances in such manner acting as "virtual user". Therefore tests are also named as virtual users. To create new test, select File-New...-choose test type (Web HTTP/HTML in our case)-OK, and you can start recording.

Enter parameters for test recording:
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and record the scenario. If Windows open security alert screen, press Unblock button:
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When recording is finished, LR will generate script code, accompanied with snapshots and data stream samples. Code can be viewed by pressing Script, button, but snapshots with data stream sample, by pressing Tree button in LR toolbar:

[image: image5.emf]
According to the test type (Web test in out case), LR has created default header file (globals.h) which adds all necessary includes to LR Web APIs.

When script is recorded, all unnecessary codelines which doesn't affect business – such as cookie related things, external resources and links, optional values for data submissions using GET/POST methods, etc. should be deleted. Only URL changes and parameters, which are necessary to perform correct navigation and pass validation of submitted data should be left. Than shorter will be code, than more robust it will be.

 3.2. Customizing Test

When script code is cleaned up, we need to add some intelligence to this script. So, we will add test parameters, transactions and status checks.

To edit test parameters, go Vuser-Parameter List. Values for parameters can be stored in file, or initialized  in runtime using several functions. By default LR creates separate file for each new parameter, but we'll create one file for several ones. Edit data file in notepad, or in LR editor. Add url, search and button parameters, which are linked to the column in tab delimited file. As a result parameter list looks following:

[image: image6.png]
Then go to code and replace necessary strings with parameters. You can can do this using pop-up menu:

[image: image7.emf]
or manually. The result should be, that all necessary strings are replaced with {parameter_name}.

 3.3. Register Dynamic Data Into Parameter

To get the first link ir search results screen, another runtime parameter should be initialized using LR web_reg_save_param function. This function sets parameter value which is between two delimiters in server response. 

web_reg_save_param("link",

// register parameter before getting server response


"LB=<a href=\"" ,

// set text boundaries, in which value should be searched


"RB=\" class=l",


"Ord=1", "NotFound=ERROR", "Search=Body", LAST); 

This function should be set before getting server response. Server response snapshot can be seenby selecting Tree button, then select response HTML, then click on Server Response button:
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Later in code registered parameter can be used similarly to all other parameters using reference {link}.

To check, that page to selected link is opened successfully, we'll check the server response (HTTP/1.0 200 OK) in HTTP header:

web_reg_save_param("status",
// register parameter before gettins serevr response

"LB=HTTP" ,



// set text boundaries, in which value should be seached

"RB=OK",

"Ord=1", "NotFound=ERROR", "Search=Headers", LAST); 

The only difference between {status}, from the {link} parameter is that, text is searched in HTTP header.

 3.4. Register Transactions

To check execution of separate steps, we need to add start and end points of transactions, for which the pass/fail statuses will be checked as well as response times. Using hardcoded names it can be inserted using menu Insert-Start Transaction/End Transaction. But we will use another approach, where transaction name will be set using runtime data.

To be able to generate transaction name dynamically, variable msg is declared in  globals.h file:

char *msg;
// define "string" (actually pointer to array) variable for transaction names

Then it is initialized using different string functions.

msg=lr_eval_string("Search for {search}");
// variable msg is defined in globals.h

lr_start_transaction(msg);



// log transaction start

 3.5. Split Code in Separate Actions

Using wizard code was generated in one action which was selected in wizard properties screen. According to our scenario steps, we will split it in several actions. That part, which does the 1. step, will go to vuser_init action, steps from 2 to 5 are going to Action and AnotherAction, but the last step (6), to the vuser_end action. Action names can be changed, but the execution order is managed by selection of Vuser- Run-Time Settings...-General-Run Logic:
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Now we should be able to run test, the example of which is saved as as Google_test.

 3.6. Test Execution

To see, how it works, select also Tools-General Options...-Display:
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You can also watch server response in output (debug) window. Select Vuser-Run time settings-General-Log-Enable Logging, Extended log, and check on all items:
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Then run the script (F5). It will be compiled automatically,and then executed. Note, that we have switched the most aggressive debugging possibilities. We can see animation, and full server responses in debug window:

[image: image12.emf]
Set breakpoints (F9), and go step-by-step (F10), to see what happens, if something doesn't work. When Test is finished, check, that all Advanced toolbar ar visible (View-Toolbars-Advanced), and open test runlog with this button: [image: image13.emf]. All actions should be successful:
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Now we are ready to create some scenario.

 4. Work with Scenario Editor

 4.1. Create Scenario

Open wlrun in the way you like. Then select File-New, and ad Google_test as script in scenario:

[image: image15.png]
In Design view (tab):
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1. To make your scenarios more portable, change script path from full to relative, starting with ./
Note, if you need to run similar scripts with different data sets, create copy of them and change parameter data file accordingly. Then add all scripts into scenario.

2. Set quantity of simultaneous "users" in quantity column to 2.

3. Press Edit Schedule..., and set options how scenario will run (Ramp Up both users after 10, seconds, and set Duration for 1 minute.

4. Press Runtime Settings, and remove all necessary logging, otherwise you'll get huge amount of data in Results folder. Note, script run logic settings is overridden by scenario schedule settings.

5. Select Results-Results Settings..., and set place where results will be stored (Results folder).

6. Because we were not lazy created transaction logging in code, we don't need to treat actions as transactions. Therefore select Run-time Settings-General-Miscellaneous, and check off Define each action as transaction.
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 4.2. Scenario Execution

Warning! The sample script and scenario is only for educational purposes. Don't try to test Google site for load and don't increase schedule time or number of concurrent users. You will slow down your link to external world and, as Google have protection for denial of service attacks, you'll probably banned out. 

In Run view press Start Scenario button, and look how it works:
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Note, pressing Stop once will stop running user when current iteration will be finished. Pressing Stop again will force to stop execution at the end of current action.

 5. Work with Results Analyzer

 5.1. Open Results

When scenario is finished, Select Results-Analyse Results. This will open analysisui with newly created runlog. All runtime data are stored in the Results Settings folder, and reports are only views with different aggregation level on these data. 

 5.2. Save Report
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Add necessary reports and save reports project together with they data:
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Select Reports-HTML Report.../Microsoft Word Report... to export to report to HTML or Word, which can be used as stub for detailed document.

Note, that LR results alone usually aren't enough to get full picture of application performance, stability, robustness, etc. Analysis of LR results should be companied with application server logs, which shows performed operations, exceptions, used processor time, virtual memory, threads, etc.

 6. Testing Scenarios

The same test script can be used for different  scenarios, which will expose different server features. Some of scenarios tend to be positive (application server should keep working), other tends to be negative (application scenario is finished, when application server dies). The minimum set of scenarios, which shows different kinds of application robustness are following:

 1. Performance test. In this test application server is tested, how it can handle increasing load. This test will show places which slows down faster, and should be improved on the first hand. The same tests are run with increasing number of concurrent users. The significant points, which should be checked are:

 a) how long response time practically doesn't change (i.e. bottlenecks are clients itself, not network or application server).

 b) how long response time increases linearly to the number of concurrent users,

 c) when response times increases faster than linearly to the number of concurrent users,

 d) when server is unusable slow or crashes.

 2. Load test. In this test server is loaded with constant load of concurrent users. Tests should potentially run forever. Such test will show how application server handle load in circumstances near to the production. Server should be checked for virtual memory, processor time, threads, and other resources, and they shouldn't increase in time. If such happens, then server will/would slowdown/crash due to limited amount of leaking resources. Load test can be run in different levels of "user kindness":

 a) concurrent user can add/search/modify/delete different resources in his own "sandbox", and not disturbing each other. Such test usually is close to production.

 b) concurrent users can add/search/modify/delete the same resources (race for them). Then with high probability conflicts will appear, which application server should handle in proper manner. Such test will show how gently application server can handle different exceptions.

When particular bottleneck or poorly handled place is found, then application can be tested with more specialized tests and scenarios, which exposes better this particular area.

 7. Problem Solving

 7.1. Recorder doesn't work

Propably the process which intercepts data stream from client to server doesn't work. LoadRunnerAggent process usually is started automatically (in the system tray appears icon: [image: image21.emf]), or can be started manually by Start-Programs-Mercury LoadRunner- LoadRunnerAggent Process.

